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Abstract. We present a general framework for debugging systems of correlated SQL views. The debugger
locates an erroneous view by navigating a suitable computation tree. This tree contains the computed
answer associated with every intermediate relation, asking the user whether this answer is expected or not.
The correctness and completeness of the technique is proven formally, using a general definition of SQL
operational semantics. The theoretical ideas have been implemented in an available tool which includes
the possibility of employing trusted specifications for reducing the number of questions asked to the user.

1  Introduction

SQL [12] is the de facto standard language for querying and updating relational databases. Its declarative nature‘

and its high-abstraction level allows the user to easily define complex operations that could require hundreds of
lines programmed in a general purpose language. In the case of relational queries, the language introduces the
possibility of querying the database directly using a select statement. However. in realistic applications, queries

can become too complex to be coded in a single statement and are generally defined using views. Views can be .
considered in essence as virtual tables. They are defined by a select statement that can rely on the database
tables as well as in other previously defined views. Thus, views become the basic components of SQL queries. -

As in other programming paradigms, views can have bugs which produce unexpected results. However, we
cannot infer that a view is buggy only because it returns an unexpected result. Maybe it is correct but receives
erroncous input data from the other views or tables it depends on. There are very few tools for helping the user

to detect the cause of these errors; so, debugging becomes a labor-intensive and time-consuming task in the case -
of queries defined by means of several intermediate views. The main reason for this lack of tools is that the usual

trace debuggers used in other paradigms are not available here due to the high abstraction level of the language.

A select statement is internally translated into a sequence of low level operations that constitute the ezecution

plan of the query. Relating these operations to the original query is very hard, and debugging the execution plan

step by step will be of little help. In this paper, we propose a theoretical framework for debugging SQL views -
based on declarative debugging, also known as algorithmic debugging [11]. This technique has been employed

successfully in (constraint) logic programming [11], functional programming 9], functional-logic programiming

[2], and in deductive database languages [1]. The overall idea of declarative debugging [7] can be explained

briefly as follows:

- The process starts with an initial error symptom, which in our case corresponds to the unexpected result of
a user-defined view,

- The debugger automatically builds a tree representing the computation. Each node of the tree correspornds
to an intermediate computation with its result. The children of a node are those nodes obtained from the
subcomputations needed for obtaining the parent result. In our case, nodes will represent the computation of a
relation R together with its answer. Children correspond to the computation of views and tables occurring in
Rifit is a view.

— The tree is navigated. An external oracle, usually the user, compares the computed result in each node with
the intended interpretation of the associated relation. When a node contains the expected result, it is marked
as valid, otherwise it is marked as nonvalid.

- The navigation phase cnds when a nonvalid node with valid children is found. Such node is called a buggy
nade, and corresponds to an incorrect piece of code. In our case. the debugger will end pointing out either an
erronecusly defined view, or a table containing a nonvalid instance.

Our goal is to present a declarative debugging framework for SQL views, showing that it can be implemented
in a realistic, scalable debugging tool.

" This work has been partially supported by the Spanish projects STAMP {TIN20UR-06622-C 03-01), Prometidos-CM
(S2009TIC-1465) and GPD ¢ LOM-BSCH-GR35/10-A-910502)

<

T~ T S

(73

P o T S . o)



Caballero R., Gareia-Rusz Y., Sdenz-Pérez F. Algurithmic Debugging of SOL Views 2056

Pet PetOwner

| LRI g Kitty | cat 1l
| T Mark Costas) 102 Wilma | cat 21
?_'g, Helen Kaye | gmi Lucky | dog %2
3| Rubin Scott | 1104 | Rocky | dog % 139
{ 4! Tom Cohen | i 10 | Oreo | cat i %3
j 3 106 | Cecile :.*1%66 i”y
' 107 _:{jili I-'c'.ll teg { | 0T

Fig. 1. All Peis Club database instance

We have implemented our debugging proposal in the Datalog Educational System {DES [10]}, which makes it
possible for Datalog and SQL to coexist as query languages for the same database. The current implementation
of our proposal for debugging SQL views and instructions to use it can be downloaded from https://gpd.sip.
ucm. es/trac/gpd/wiki/GpdSystems/Des.

2 SQL Semantics

The hrst formal semantics for relational databases based on the concept of set (e.g., relational algebra, tuple
caleulus [3]) were incomplete with respect to the treatment of non-relational features such as repeated rows and
aggregates, which are part of practical languages such as SQL. Therefore, other semantics, most of them based
on multisets [4], have been proposed. In our framework we will use the Extended Relational Algebra [6.5]. We
start by defining the concepts of database schemas and instances.

A table schema is of the form T(Ay,..., A,), with T being the table name and A; the attribute names
for i = 1...n. We will refer to a particular attribute A by using the notation 7.A. Each attribute A has an
associated type (integer, string, ... ). An instance of a table schema 7( A, . .., Ay ) is determined by its particular
rows. Each row contains values of the correct type for each attribute in the table schema. Views can be thought
of as new tables created dynamically from existing ones by using a SQL query. The general syntax of a SQL
view is: create view V(Ay, ..., 4,) as Q, with @ a SQL select statement, and V.Ay, ..., V. A,, the names of the
view attributes. In general, we will use the name relation to refer to either a table or a view {observe that the
mathematical concept of relation is defined over sets, but in our setting we define relations among multisets).

£y

A database schemu D is a tuple (T.V), where T is a finite set of table schemas and V a fnite sot of view
definitions. Although database schemas also include constraints such as primary keys, they are not relevant to
our setting.

A database instance d of a database schema is a set of table instances, one for each table in 7. To represent
the instance of a table T in d we will usc the notation d(7T),

The syntax of SQL queries can be found in [12]. The dependency free of any view V in the schema is a troe
with V' fabeling the root, and its children the dependency trees of the relations ocewrring in its query. The next
examiple defines a particular database schema that will be used in the rest of the paper as a running example.

cample 1. The Dog and Cat Club annual dinner is going to take place in a few weeks, and the organizing
committee is preparing the guest list. Each year they browse the database of the All Pets Club looking for
people that own at least one cat and one dog. Owners come to the dinner with all their cats and dogs. However,
tw itional constraints have been introduced this year

~ People owning more than 5 auimals are not allowed {the dinner would become too noisy).

= No animals sharing the same name are allowed at the party. This means that if two different people liave a
cat or dog sharing the same name neither of them will be invited. This severe restriction follows afrer last
year's incident, when someone cried Tiger and dozens of pets started running without control.

e 1 shows the All Pete Uhub database instance. It consists of three tables: Oumer, Pet, and PetOwner which

es each owner with its pets. Primary keys are shown underfined. F igure 2 contains the views for selecting

the dinner gnests. The f i which obtains all the tuples (id, aname, species) such

the owner of an animal of name aname of . LessThanf retirns the identifiers of the ow

less than six cats and dogs. CaisAndDogsOuwner returns pairs (id.aname) where id is the identifier of the owner

Fview is Anim
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create or replace view AnimalOwner (id ,aname, species) as
select O.id, P.name, P.species

from Owner O, Pet P, PetOwner PO

where O.id = PO.id and P.code = PO. code;

create or replace view LessThan6(id) as
select id from AnimalOwner

where species="cat’ or species=’dog’
group by id having count{«)<8;

create or replace view CatsAndDogsOwner{id.}aname) as
select AOLl.id ,AQl.aname
from AnimalOwner AOL, AnimalOwner AO2
where AOLl.id = AO2.id and AOIL. species="dog’
and AO2. species="cat ";

create or replace view NoCommonName(id) as

select id from CatsAndDogsOwner

except

select B.id from CatsAndDogsOwner A, CatsAndDogsOwner B
where A.id <> B.id
and A. aname = B.aname;

create or replace view Guest(id ,name) as

select id, name

from Owner natural inner join NoCommonName
natural inner join LessThan6;

Fig. 2. Views for selecting dinner guests

of either a cat or a dog with name aname, such that id owns both cats and dogs. NoCommonName is defined by
removing owners sharing pet names from the total list of cats and dog owners. Finally, the main view is Guest,

which selects those owners that share no pet name with another owner (view NoCommonName) and that have

less than six cats and dogs (view Less Than6). However, these views contain a bug that will become apparent
in the next sections.

The Extended Relational Algebra (ERA from now on) [6] is an operational SQL Semantics allowing aggre-

gates, views and most of the common features of SQL queries. The main characteristics of ERA are:

1.

)

Wt

The table instances and the result of evaluating queries/views are multisets, (it is also possible to consider -

lists instead of multisets if we consider relevant the order among rows in a query result).

- ERA expressions define new relations by combining previously defined relations using multiset operators-

(see [5] for a formal definition of each operator).

. We use @, to represent a SQL query or view R as an ERA expression, as explained in [5]. Since a query/view

Ha

depends on previously defined relations, sometimes it will be useful to write ®p(Ry,..., R,) indicating that’
Rdepends on Ry,... R, . If My, ... M, are multisets we use the notation @My, ..., M,) to indicate that
the expression @ is cvaluated after substituting Ry,..., R, by My, ... . M,,. ‘

Tables are denoted by their names, that s, &7 = T if T is a table.
The computed answer of &g with respect to some schema instance d will be denoted by || &5 I, where
— If R is a database table, || 5 4= d{R).
— If R is a database view or a query and Ry, . .., H,, the relations defined in R then | PR lla= Pr{l &g, 4
sooall @R, Hla)-

Observe that || B ll; is well defined since mutually recursive view definitions are not allowed!. We assume that
[ Pr {4 actually corresponds to the answer obtained by a correct SQL implementation, i.e., that the available
SQL systems implement ERA. In fact our proposal is valid for any semantics that associate a formula dp to
any relation R and allow the recursive definition of computed answer of item 5 above.

' Recursive views are allowed in the SQL:1989 standard but they are not supported in all the systems, and they are not
considered here,

—

e

5

o

Lol TR I O I o B T T 2 o DR o O b 2 BN-C N Laae Al o TR # MU '

L O

o ek W



Caballero R., ta-Ruiz Y., Saenz-Pérez F. Algorithmic Debugging of SQL Views 207

Cats \“'” JogsOwne NoCommonName

Fig. 3. Intended amswer for the views in Example 1

3 Declarative Debugging Framework

[n this section, we assume a set of SQL views V = {V;, ...,V } such that for some 1 < 7 < n, and for some
Jdatabase instance d, Vi has produced an unexpected result in some SQL system. We also assume that this SQL
system unplements the EFRA operational semantics of previeus seetion. Our debugging technique will be based
on the comparison between the apswers by a SQL system implementing the ERA semantics, and the oracle
intended answers. Next, we define the concept of intended answer for schema relations.

Definition 1. Intended Answers for Schema Relations

Let D be a database schema, d an instance of D, and R a relation defined in D. The intended answer for R
wrt, d, is a multiset denoted as Z{R,d) containing the answer that the user expects for the query select * from
R; in the instance d.

The intended answer depeuds not only on the view semantics but also on the contents of the tables in the
instance . This concept corresponds to the idea of intended interpretations employed usually in algorithmic
delmgeing. Figure 3 contains the intended answer for each view defined in Figure 2. For instance, it is expected
that AnimalOuner will identify each owner id with the names and species of his pets. It is also expected than
LessThant will contain the id of all four owners, since all of them have less than six cats and dogs. The intended
answer for view CafsAndDogsOwner contains the id and name attributes of those entries in AnimalOwner
corresponding to owners with at least one dog and one cat, and removing pets different from cats and dogs.
View NoCommonName is expected to contain only one row for owner with identifier 3. The reason is that both
owners 1 and 2 share a pet name { Wilma). Finally, the only expected Guest will be the owner with identifier
3, Robin Seott. If now we try the query select * from Guest; in a SQL system, we obtain a computed answer
representing the mualtiset {1, Mark Costas), {2, Helen Kaye), (3, Robin Scott J}. This computed answer is
different from the intended answer for Gurest, and indicates that there is sowe error. However, we cannot ensure
that the error is in the query for Guest, because the error can come from any of the relations in its from clause.
And also from the relations used by these relations, and so on. In order to define the key concept of erroneous
relation it will be useful to define the auxiliary concept of inferred answer,

Definition 2. Inferred Answers
Let D be a database schema, d an instance of D, and R a relation in D. The inferred answer for R. with respect
tod, E{R.d), is defined as

I. If R is o table, E(R.d) = d(R).

w the relations occurring in R.
just its fable ingtance. In the case of a view V, the inferred
43;% would be obtained assuming that all the relations B, ccourring
i sider Example 1 and the mstance d of

e, for every table T, Z(T. di = d{T}. Then
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Definition 3. Erroneous Relation |
Let D be a database schema, d an instance of D, an R a relation defined in D. We say that R is an erroneoys I
relation when I(R,d) # E(R,d). !

Definition 3 clarifies the fundamental concept of erroncous relation. However, it cannot be used directly
for defining a practical debugging tool, because in order to point out a view V as erroncous, it would require
comparing Z(V,d) and £(V,d). By Definition 2, to obtain £(V, d), the tool will need the intended answer Z(R,d)
for every I ocenrring in the query defining V. But Z(R, d) is only known by the user, who should provide thig
information during the debugging process. Obviously, a technique requiring such amount of information would !
be rejected by most of the users. Instead, we will require from the oracle only to answer questions of the form |
Is the computed answer (...} the intended answer for view V ?' Thus, the declarative debugger will compare
the computed answer —obtained from the SQL system~ and the intended answer —known by the oracle- In a
first phase. the debugger builds a computation tree for the main view. The definition of this structure is the
following:

Definition 4. Computation Trees :
Let D be a database schema with views V, d an instance of D, and R a relation defined in D. The computation

tree CT(R. d) associated with R w.r.t. d is defined as follows:

— The root of CT(R,d) is (R~ &g la). i
— For any node N = (R’ | & ||4) in CT(R,d):
o If R is a table, then N has no children.
o If R is a view, the children of N will correspond to the CTs for the relations occurring in the query
associated with R'.

In practice, the nodes in the computation tree correspond to the syntactic dependency tree of the main SQL view,
with the children at each node corresponding to the relations occurring in the definition of the corresponding
view. After building the computation tree, the debugger will navigate the tree, asking the oracle about the
validity of some nodes:

Definition 5. Valid, Nonvalid and Buggy Nodes

Let T = CT(R,d) be a computation tree, and N = (R’ —| g ||4) a node in T. We say that N is valid when -
| Dr la= Z(R',d), nonvalid when || S {|4# Z(R',d), and buggy when N is nonvalid and all its children in
T are valid.

The goal of the debugger will be to locate buggy nodes. The next theorem shows that a computation tree with
a nonvalid root always contains a buggy node, and that every buggy node corresponds to an erroneous relation.

Theorem 1. Let d be an instance of a database schema D, V a view defined in D, and T a computation tree
for V ow.r.t. d. If the root of T is nonvalid then:

— Completeness. T contains a buggy node.
— Soundness. Every buggy node in T corresponds to an erroneous relation.

The debugging process starts when the user finds a view V returning an unexpected result. The debugger
builds the computation tree for V', which has a nonvalid root as required by the theorem. Figure 4 shows the
computation tree for our running example (after removing the repeated children). Nonvalid nodes are underlined,
and the only buggy node {in bold face) corresponds to view CatsAndDogsOwner.

4 Conclusions

In this paper, we propose using algorithmic debugging for finding errors in systems involving several SQL views.
To the best of our knowledge, it is the first time that a debugging tool of these characteristics has been proposed.
The debngger is based on the navigation of a suitable computation tree corresponding to some view returning
some unexpected result. The validity of the nodes in the tree is determined by an external oracle, which can
be either the user, or a trusted specification containing a correct version of part of the views in the system.
The debngger ends when a bugey vode. e, a nonvalid node with valid children, is found. We prove formally
that every buggy node corresponds to an erroneous relation, and that every computation tree with a nonvalid
root contains some buggy node. Although the results are established in the context of the Extended Relational

e i
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Alaebra, they can be easily extended to other possible SQL semantics, such as the Extended Three Valued
Predicate Calenlus [8].

The techniqgue is easy to implement, obtaining an efficient. platform-independent and scalable debugger without
much effort. The tool is very intuitive, becanse it antomates what usually is done when an wiexpected answor
is found in a system with several views: check the relations in the Jrom clause, and if some of them return
i unexpected answer, repeat the process, Automating this process is of great help. especially when the tool
inclndes additional features as advanced navigation strategies, or the possibility of using trusted specifications.
We have successfully implemented onr proposal in the existing. widely-used DES systom.

As futwre work, we plan the developiment of a graphical interface, which can be very helpful for inspecting the
eomputation tree providing information about the node validity. It will also be useful to consider individnal
wrong tuples in the unexpected results and study its provenance{13], for a fine-grain error detection.
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FOREWORD

Welcome to the Ershov Informatics Conference (PSI Series, the 8" edition).

PSI is a forumn for academic and industrial researchers, developers and users working on
topics relating to computer, software and information sciences. The conference serves to bridge
the gaps between different communities whose research areas are covered by but not limited
to foundations of program and system development and analysis, programming methodology
and software engineering, and information technologies. Another aim of the conference is the
improvement of contacts and exchange of ideas between researchers from the East and West.

The previous seven PSI conferences were held in 1991, 1996, 1999, 2001, 2003, 2006 and
2009, respectively, and proved to be significant international events. Traditionally, PSI offers
a program of tutorials, invited lectures, presentations of contributed papers and workshops
complemented by a social program reflecting the amazing diversity of Novosibirsk culture and
history.

The PSI 2011 conference is dedicated to the 80" anniversary of a pioneer in theoretical and
system programming rescarch, academician Andrei Petrovich Ershov (1931-1988), and to the
100" anniversary of one of the founders of cybernetics, a member of the Soviet Academy of
Sciences Aleksei Andreevich Lyapunov (1911-1973).

Aleksei Lyapunov was one of the early pioneers of computer science in this country. He
worked at the Steklov Institute of Mathematics and Institute of Applied Mathematics in
Moscow. In 1961 he moved to Novosibirsk where the Siberian Branch of the USSR Acadamy of
Sciences had been founded. First A.A. Lyapunov worked at the Institute of Mathematics, then
he led the Laboratory of Cybernetics at the Institute of Hydrodynamics. He played an important
role in the organization of the Physics and Mathematics School for talented children from all
over Siberia, and was a professor at the Novosibirsk State University. In 1996 he posthumously
received the IEEE Computer Society Computer Pioneer Award for his contribution to Soviet
cybernetics and programming. There are many distinguished mathemicians among the students
of A.A. Lyapunov, including the academician A.P. Ershov.

Andrei Ershov graduated from the Moscow State University in 1954. He began his scientific
career under the guidance of professor Lyapunov who was the supervisor of his PhD thesis.
A.P. Ershov worked at the Institute of Precise Mechanics and Computing Machinery, and
later headed the Theoretical Programming Department at the Computing Center of the USSR
Academy of Sciences in Moscow. In 1958 the Department of Programming was organized at
the Institute of Mathematics of Siberian Branch of the USSR Academy of Sciences, and by the
initiative of the academician S.L. Sobolev Ershov was appointed the head of this Department,
which later became part of the Computing Center in Novosibirsk Akademgorodok. The first
significant project of the Department was aimed at the development of ALPHA system. an
optimizing compiler for an extension of Algol 60 implemented on a Soviet computer, M-20.
Later the rescarchers of the Department created the Algibr, Epsilon, Sigma, and Alpha-6
programming systems for the BESM-6 computers. The list of achievements also includes the
first Soviet time-sharing system AIST-0, the multi-language system BETA, research projects
in artificial intelligence and parallel programming, integrated tools for text processing and
publishing, and many more. A.P. Ershov was a leader and a participant of these projects. In
1974 he was nominated as a Distinguished Fellow of the British Computer Society. In 1981 he
received the Silver Core Award for services rendered to IFIP. Andrei Ershov’s brilliant speeches
were always in the focus of public attention. Especiallv notable was his lecture on “Aesthetic
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and human factor in programming” presented at the AFIPS Spring Joint Computer Conference
(Atlantic City, USA) in 1972.

60 papers have been submitted to the conference by rescarchers from 26 countries. Each
paper was reviewed by four experts, at least three of them from the same or closely related
discipline as the authors. The reviewers generally provided high quality assessment of the
papers and often gave extensive comments to the authors for the possible improvement of the
contributions. As the result. the Programme Committee has selected 18 high quality papers as
regular talks and 10 papers as short talks to be presented at the conference. A range of hot
topics in computer science and informatics will be covered by a tutorial and five invited talks
given by prominent computer scientists from different countrics.

We are glad to express our gratitude to all the persons and organizations who contributed to
the conference — to the authors of the papers for their effort in producing the materials included
here, to the sponsors for their moral, financial and organizational support, to the steering
committee members for their coordination of the conference, to the programme committee
members and the reviewers who did their best to review and select the papers, and to the
members of the organizing committee for their contribution to the success of this event and its
cultural program.

‘The programme committee work was done using the EasyChair conference management
system.

June, 2011 Edmund Clarke,
Irina Virbitskaite,
Andrei Voronkov
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