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Abstract. This paper introduces Datalog Educatic \al System (DES),
a deductive database which supports both Datalog and SQL as query
languages. Since its inception, this system is targ sted to educational
purposes rather to develop an efficient, competitive system with respect
to other existing svstems. As distinguishing features, it is free, open-
source, multiplatform, interactive, portable, GUl-enabled, implemented
following ISO-Prolog and supports extensions to pure Datalog in the
form of stratified negation, strong constraints, types, metapredicates,
and duplicates. Also, test case generation for SQL views and declarative
debugging for Datalog programs and SQL views are supported. SQL
statements, following 1SO standard, are compiled to Datalog programs
and solved by its inference engine. Nonetheless, ODBC connections are
also supported, which enables access to external DBMSs and benefit from
their solving performance, persistency and scalability.

Keywords: Deductive Databases, Relational Databases, Datalog, SQL,
DES.

1 Introduction

We have witnessed recently the advent of new interest on deductive databases
and emerging companies promoting deductive technologies. Datalog, as a de-
ductive query language, has been extensively studied and is gaining a renowned
interest thanks to their application to ontologies [5], semantic web [7], ocial
networks [16], policy languages [2], and even for optimization [9]. In addition,
current companies as LogicBlox, Exeura, Semunle, and Lixto embody Datalog-
based deductive database technologies in the solutions they develop.

This paper presents the Datalog Educational System (DES), which born from
the need to teach deductive concepts to postgraduate students. As by that time
there was no open-source, free multiplatform, and interactive system, we decided
to start this project. It was first released in 2004 and since then, many releases
have been published including features as:
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— Tabling-based deductive engine mplementing strattied ey

~ Datalog and SQL query language sharing the sae database.

~ Nulls and outer join operations.

— Duplicates and duplicate elimination.

_ Text-based interactive system with commands for changing and examinin
its state, logging, batch execution, and many more

_ Source-level tracers and declarative debuggers for both Datalog and SQL.

~ Strong constraints including types, primary and foreign keys, function al de
pendencies, and user-defined constraint

connections to seamlessly access external ¢ atabases.

DES has been developed to be used via an inter ctive command shell. Nonethi
less, more appealing environments are av ailable. On the one hand, DES has be
plugged to the multi-platform. Java-based IDE ACIDE [17]. It features synte
colouring, project management, interactive console with edition and history, co:
figurable buttons for commands, and more. On the other hand, Markus Trisl
contributed with an Emacs environment.
The svstem is inplemented on top of Pr Hlo
the-art Prolog interpreter (currently, last versions of Ciao, GNU Prolog, SW
Prolog and SICStus Prolog) on any OS support by such Prolog interpret
(i.c., almost any HW/5W platform). Portable sles (Le., they do not ne
installation and can be run from any directory they are stored) has been al

and it can be run from a state-

-

provided for Windows, Linux. and Mac O5 X,

Datalog as supported by DES mainly follows Prolog ISO st andard [10], whi
SQL follows SQL:2008 150 standard [11]. DES provides sev, sral metapredica
as well, some of them are included to dd support for SQL operations:

Negation. not(Goal) computes the negation of Goal by means of n
as failure (closed world assumption (CWA) [20]). Goal is located at
strata than the predicate it oceurs [201).
Aggregates. group by (Relation, Grouping. Variables, Condd tion) crea
groups from Relation w.r.t. Grouping.Variables and compute aggreg
data with Condition, which can include expressions with aggregate functi
such as sum(Variable), which returns the running sum of Relation w.
Variable. If no grouping is needed or it is left to be done automaticall
gregate predicates are also available, as sum(Relation, Variable,Resul
— Duplicate elimination. Metaprec jcate distinct(Relation) computes
tinet tuples of Relation when duplicates are enabled (with the comm:

/duplicates on). Also. distinct (Projecting.Variables ,Relation) |
forms the same but finding distinet tuples for its first argument, which
subset of variables of the second.

— Outer join operations. Nulls and null-related operations coming from
database commmunity are allowed. as. e.g.r 1] (L,R, ). which computes
left outer join of relations L and R w.r.t. the join condition ¢ [18].

As a running example, we consider a Hight database. which can be defined
ernatively from either SQL or Datalog:




% SQL:

CREATE TABLE flight(origin STRING,destination STRING,duration INT);
INSERT INTO flight VALUES (*Madrid’,’Paris’,90);

INSERT INTO flight VALUES (’Paris’,’0slo’,100);

INSERT INTO flight VALUES (’Madrid’,’London’,110);

% Datalog:
uua%wmAmHHMWﬁAOﬁwmww”wwwuﬁmvawmdwamﬁ»ow“mnﬁwbmgasﬁmﬁWOb“wbdvv,
mwwmwﬁszwQHva»waﬁwquwov.

mpmeﬁmvvawmwﬁqomwavqpoov.

www@ﬁaﬂvzmnwwm,.,Hoﬁmowbwwpov‘

Each SQL statement above can be interactively introduced at the system prompt
or stored in a file and processed with the command /process FileName. The
Datalog program can be also stored in a file and consulted with the com-
mand /consult FileName. For inserting tuples (or rules, in general) in Dat-
alog, the command /assert Rule is provided. Whilst types are mandatory
in table definition, in Datalog they are optionally declared with the assertion
:~type(Relation, [ColumnTypel), where its second argument is a list of col-
umn names and its types (ColumnName: Type). Once one of the programs above
has been consulted, queries can be submitted from the system prompt, as:

oy

DES> SELECT destination FROM flight WHERE origin=’Madrid’

answer (f1ight.destination) -> { answer (’London’), answer(’Paris’) }
DES> flight(’Madrid’ ,Destination,Duration)

{ ﬁwwmwﬁﬂvxmaﬁw&»vwro$&0§vuwwovv wwwmwdﬁvzmmwwmuwvwmﬁwmvgwov ¥

However, while the first query returns the tuples of flight projected by the
argument destination, the second does not. To get a similar output relation,
temporary Datalog views are provided, which allow defining both the projection
of columns and renaming of relations:

DES> dest(Destination) :- mwwmwﬁfzmaww%vcmmdwwwdwom.cﬁ.mdwowv
{ dest(’London’), dest(’Paris’) }

For the consulted program, a predicate dependency graph (PDG) [20] is built,
which relates each predicate in the program with all the predicates used to
compute its meaning. From this graph, a stratification [20] is computed, if it
exists, so that negation and aggregate predicates are not involved in cycles. For
solving a query, a subgraph restricted to the predicates occurring in the query
is computed, so that only the meaning of relevant predicates are computed,
following a top-down driven approach rather than a bottom-up. Even when a
given PDG is non-stratifiable, it is possible that the subgraph for a given query
could be as long as this subgraph does not involve such offending cycles.

2 System Architecture

Figure 1 barely depicts the system architecture of DES. Datalog programs are
stored in an in-memory Prolog database. Datalog queries are solved by the de-
ductive engine relying on a cache to store results from fixpoint computations.

These are computed by using a tabling technique [6], which finds
namic prograntuning. The data structure holding these results i
table (ET). Displaying the results for a Datalog query amounts to inspe
for entries matching the query after its solving. In turn, SQL views and tables
are stored it two alternative repositor

First alternative for dealing with SQL state- DES
ments is to use the very same Prolog DB. For this,
views are translated into Datalog programs and ta- Datalog 5QL
bles into predicates cousisting only of facts. SQL '
row-returning statements are compiled to and ex-

Deductive &6,%

ecuted as Datalog programs (basics can be found
in [20]). and relational metadata for DDIL state- nw@m
ments are kept. For solving such a query. it is M v 1
compiled to a Datalog program including the re In-memory ;Oomn .
Jation answer/n with as many arguments as ex- Prolog Amﬁw\www\w%m?w
pected from the SQL statement. Then, this program DB Oracle, DBZ,...)

is stored in the Prolog DB. and the Datalog query
answer (X,.....X,). where X, i e {1... .,n} are
n fresh variables, is submitted. Results are cached in ET and displaved eventu-
ally from this table. After its execution, this Datalog program is removed. On
the contrarv. if a data definition statement for a view is submitted, its translated
program and metadata do persist. This allows Datalog programs to seamlessly
use views created at the SQL side (also tables since predicates are used to im-
plement theni). The other way round is also possible if types are declared for
predicates {further work may include an automatic type assertion via type in-
ferencing). In order to maintain consisten the cache is cleared whenever the
database is updated via asserting Datalog rules, creating S QL views or modifying
base tables via INSERT, DELETE or UPDATE SQL statements.

Second alternative is to use the ODBC bridge to access external database
therefore taking advantage from their solving performance, persistency and scal-
ability. Submitting a CREATE VIEW SQL statement amounts to forward it to the
external database through the ODBC connection. This statement is processed
by the external database and operation sucees is returned to DES, which does
not nse the Prolog DB for SQL statements anymore. A SQL row-returning state-
ment is also submitted through the bridge. which returns result tuples that are
cached by DES. Datalog programs and queries ¢ dfer to SQL data becaust
Datalog predicates. How-
ver. in this secoud alternative, the other way round is not po sible vet, as the
external data engine is not aware of the deductive data.

Fig. 1. System Archit

ure

fes)

the bridge provides a view to external data sources as

~ansformations

3  Source-to-Source Program

erting a Datalog rule invol
tree for valid rules. If errors are found, an exception is raised with error location

veral steps. First, parsing builds a syntacti

and source data. Otherwise. a preprocessing st is performed, consisting of:




i
:

Simplify successive applications of not(Geal) to avoid more strata than

strictly needed. As well, applications of this predicate to comparison built-ins

(as =, <, ...) are translated to the complemented versions {(\=, >=, ... resp.)

“inally, a compound goal is also allowed and it is defined as the body of a rule
for a brand new predicate where its arguments are the relevant variables in
Goal. The single argument of not is replaced by a straight call to this predi-
cate (e.g., the goal not ((p(X) ,q(X))) is translated into not (’$p1’ (X)) and
the rule *$p1’ (X) :-p(X),q(X) is added to the program).

— Aggregate predicates can include compound goals as aggregate relations.
These relations are computed before the aggregation itself (sum, average,
ete.) following a similar, stratified approach as for computing negation.
Therefore, compound goals are also translated as for negation.

— Since digjunctive bodies are allowed, a rule containing a disjunction is trans-
formed to as many rules as needed (e.g., p(X):=gq(X);r(X) is translated
into p(X) :-"$p1’ (X and the rule vwvf (X) :~q(X) and *$p1° (XD :-r{X)
are added to the program).

— Program simplification can be enabled with the command /simplify on,
which amounts to remove true goals, unify variables, simplify Boolean con-
ditions, and evaluate arithmetic expressions.

~ Program transformation for safe rules can also be enabled with the command
/safe on, which reorder goals in a rule if this rule is unsafe (Section 4).

— Finally, outer joins are translate {, first, in order to be solved without re-

sorting to metapredicates as described in [18] and, second, so that rela-

tions to be joined are not compound by adding as many predicates as
needed (e.g., 13 (rj (p(X),q(¥),X>Y),r(Z),Z>=X) would be translated into

130 $pt’ (X,Y)),r(Z),2>=X) and rule *$p1’ (X,Y):-rj(pX),q(¥),X>Y)
added to the database).

4 Compile-Time Analys

DES conducts compile-time analysis to detect unsafe rules. Classic safety [20,22]
vefers to built-in predicates that can be source of infinite relations, in con-
trast to user-defined predicates, which are always finite. For instance, the rule
less(X,Y) :-X<Y is unsafe since the built-in < can be source of infinite data (its
meaning must include any pair such that its first argument is less than its s
ond one). Negation requires its argument to have no unsafe variables, i.e., those
which are not bound by a former data provider (as a call to a :mﬁr%&:,:i pred-
icate). Built-in X is Ezpr evaluates the arithmetical expression Ezpr, so that
Ezpr is also demanded to be ground and, thus, all its variables must be safe.
Another source of unsafety, departing from the classical notion, resides in
metapredicates as distinct/2 and aggregates. A set variable is any variable
occurring in a metapredicate such that it is not bound by th tapredicate.
For instance, Y in the goal distinct ([X],t(X,Y)) is a set variable, as well as in
group.by (t Q Yy, E C=count). Because computing a goal follows SLD order,
if a set variable is used after the metapredicate, as in distinct ([X],t(X,Y))

p(Y). then thi , Y is not bound,
and all tuples in t/2 are considered for computing its outcome. Swapping both
subgoals vields ! providers for are only allowed
before their use in such metapredicates. a,

Along program transformation, unsafe rules can be automatically generated,

in the translations of outer joins. However, they are safe because of their
use: unsate arguments of such rules are always given as input in goals. So, mode
information for predicates is handled throughout program compilations to detect
truly unsafe rules, avoiding to raise warnings about system generated rules

The analysis allows deciding whether a rule is safe and, if so, it is transformed
by reordering the goals in order to make it computable. An error is raised when
a rule or query is actually vusafe (e.g.. the rule p(X) :=X<Y is unsafe hecause
of Y), whereas a warning is issued if the rule might be sately computed {e.g.,
less(1,2) can be safely computed since its arguments are ground).

5 Strong Constraints

Consistency constraints over data are known as strong integrity constrain
deductive database area. Examples of such integrity constraints in the relational
field are prinary keys and foreign keys. to name a few. As well, constraints
in deductive systems as DLV [1 w or XSB [19] implementing stable model [8
and well-founded model semantics [21), respectively, are otherwise understood
as model filters. In these cases, since a database can have several models, only
those fultilling coustraints are included in the answer, thercfore discarding unfeq-
sible models from the answer. In DES, instead,
understood in the relational field in order t
consistent data with respect to user requirement
foreign keys, functional dependencies, and user-c

As an exanple of constraint, in addition to the type constraint in Section 1.
let’s consider :~pk(flight, [origin,destination]), which defines the column
pair in the list to be a primary key for flight. Also.

s in the

focus on integrity constraints
provide a means to detect in-
including types, primary and
fined constraing

p

A JCSZZC :

connected(0,D,T) :- £flight{(0,D,T).
connected(0,D,T) :- flight(0,A,T1),connected(A,D,T2),T is T1+T2.

Then, :~group.by(connected(0,D,T), [0,D],8=sum(T)) ,S$>=300 is a user con-

raint limiting the duration from an origin to a destination to be less than 300
inutes. Notice that, as usual in th _zrziﬁ. field HOrn
in SQL, an integrity constraint specifies un ible,

6 Tracing and Debuggin

ive and relational data-
procedures which are far from the query
by following each

In contrast to hmperative progranuning languages, deduc
base query languages feature solvin
languages itself. Whilst one




statement as it 18 executed, along with the program state, this is not teasible in
declarative (high abstrs nzeﬁ languages as Datalog and SQL.

Similarly, SQL represents a true declarative E_zmg e which is even farthest
from its computation procedure than Prolog. Indeed, the execution plan for
a query include transformations considering data statistics to enhance perfor-
mance. These query plans are composed of primitive relational operations {such
as Cartesian product) and specialized operations for which efficient algorithms
have been developed, containing in general references to index usage.

Therefore, instead of following a more imperative approach to tracing, here
we focus on a (naive) declarative approach which only take into account the out-
¥ ome program points. This way, the user can inspect each point and
decide whether its outcome is correct or not. This approach will allow examining
the syntactical graph of a query, which possibly depends on other views or pred-
icates (SQL or Datalog, resp.) In the case of Datalog queries, this graph contains
he nodes and edges in the dependency graph restricted to the query, ignoring
other nodes which do not take part in its computation. In the case of SQL, the
graph shows the dependencie 4

between a view and its data sources (in the FROM
clause). Available commands for tracing Datalog and SQL are /trace datalog
Goal and /trace.sql View, respectively.

Algorithmic debugging is also applied to both Datalog and SQL, following
(3] and [4], respectively. Similar to how tracing traverses the dependency graph,
the debugger in addition prunes paths in the graph by asking the user about
validity of its nodes. Available commands for enabling this kind of debugging
are /debug.datalog Goal and /debug.sql View

7  Conclusions

This paper has presented DES, a deductive system used in many universities
{http://des.sourceforge.net/des_facts) for which its downloading statis-
tics (http://des.sourceforge.net/statistics) reveal it as a live project (a
new release is expected every two or three months). Statistical numbers show
a notable increasing number of downloads, amounting up to more than 1,500
downloads a month, more than 35,000 downloads since 2004.

Features that, as a whole, mrmﬂ:&z. h DES from other existing systems as
DLV [14], XSB [19], bddbddb [13], LDL++ [1], ConceptBase [12], and .QL [15]
include null support and outer join operations, duplicates, strong constraint
full-fledged arithmetic, multi-platform, interactiveness, multi-language support,
freeness, and open-sourcing, among others. In particular, no one supports outer
join operations and full support for duplicates (not only for base relations
LDL -+ but also for any rule).

e
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Preface

This volume contains the papers presented at APLAS 2011, the 9th Asian Sym-
posium on Programmning Languag and Systems held during December 5-7,
2011 in Keuting, Taiwan. The symposium was s sponsored by the Asian Associ-
ation for Foundation of Software (AAFS), Academia Sinica (Taiwan), and N
tional Taiwan University. We are grateful for the administrative support from
the Tnstitute of Information Science, Academia Sinica (Taiv ran), and the Depart-
ment of Information Management and the Yen Tjing Ling Industrial Research
Institute at National Talwan Universit;

APLAS is a premier forum for the discussion of a wide range of topics re-
lated to progranuuing lauguages and systems . Although it is in Asia,
APLAS has been an international forum that serves the worldwide program-
ming language community. The past APLAS s 5,5%:5% were successfully held
in Shanghai (2010). Seoul (2009), Bangalore (2008), Singapore (2007), Sydney
(2006), Tsukuba (2005), Taipei (2004) and Beijing EQ_ 3) after three informal
workshops. Proceedings of the past symposiums were published in Springer Ver-
lag’s LNCS series as volunies 6461, 590 4, B3hG, 4807, 4279, 3 3302, and 2895
respectively.

Following the initiative from the previous year. APLAS 2011 solicited
missions in two categories. regular research pupers and system and tool pre
tions. There were 64 submissions from 22 countries (62 reg
and 2 system and tool presentations). Each submission was reviewed 5“ at le
2. and on average u.w, Program Committee members with the help of external
reviewers. The Program Committee meeting was conducted electronically over a
period of two weeks in August 2011. The Pro ymmittee decided to accept
292 regular research papers (35%) and 1 system and tool presentation (50%).
Among the 22 accepted papers, there was one whose initial verdict was condi-
tional acceptance. To have 25:, paper accepted, the authors were 1 .5%2@; to
address specific concerns raised by the Program Conmunittee. The revised ver-
sion of the paper was checked by the Progr before it was finally
accepted. T would like to thank all the Program Committec members for thei

sions, volunteering

H-

hard work in reviewing papers. participating in online discu
to shepherd submissions, and sometimes finding and fixing technical errors in
submissions. T also want to thank all the external reviewers for their invaluable
contributions.

T addition to coutributed papers, this volume contains the full paper or th
xtended abstracts of of four distinguished invited speakers: Nikolaj Bjorner ﬁﬁ_;
crosoft Research Redmond), Ranjit Jhala (University of € alifornis
Peter O'Hearn (Queen Mary University of London) and Sriram Rajamani A
crosoft. Research India). 1 would like to thank all of these spe: akers 7: ac 43;: g
onr invitation and contributing papers or abstracts




,.Hrm Gen :Hi Chair, Tyng-Ruey Chuang, helped me so much from the very
beginning while 1 prepared the technical program of APLAS 2011 ;

: . I am truly
grat X

eful for his support and :::r::, 2, aud also for making our symposium in
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